**EXERCISE 1**

**Download the code RTOS\_1 for exercise 1. Compile it and run it.   
It is quite simple: one task prints one letter in fixed position on the screen. Here you should take a look at the solution and study it thoroughly. Some questions worth considering:**

* **included files (what purpose do the .h files in the solution directory serve)?**
* include.h : allows every .c file in project to be written without concern which header file is actually needed.
* app\_cfg.h : is a header file that configures the application. For our example, app\_cfg.h contains #define constants to establish task priorities, stack sizes, and other application specifics.
* os\_cfg.h : a file which contains a number of #define constants from compile-time configuration. Compile-time configuration allows users to determine which features to enable and those features that are not needed. With compile-time configuration, the code and data sizes of µC/OS-III (i.e., its footprint) can be reduced by enabling only the desired functionality.
* **data type definitions: types such as INT8U are used in the code. Where are they defined (somewhere in the OS files)**

It was defined inside os\_cpu.h file. The path location of this file can be expressed as C:\SOFTWARE\UCOS-II\Ports\80x86\WIN32\GCC-CYGWIN\src

* + **what is gained by the use of self-defined data types?**

The most significant advantage to using self-defined data types is that they add the ability to self-document your data structures. Once can also define a rule or a default as a separate object and bind it to a self-defined data type so that all columns using that data type automatically inherit that rule or default

* **The use of function prototypes and comments in the solution code**

Using function prototypes has several purposes :

1. It tells the return type of the data that the function will return.
2. It tells the number of arguments passed to the function.
3. It tells the data types of the each of the passed arguments.
4. It tells the order in which the arguments are passed to the function.

Using comments in solution code makes the code easier to read/understand and to be classified. It also show respect for the next developer/tester who reads your code later.

* **how a task is created**

Tasks must be created in order for µC/OS-III to recognize them as tasks. You create a task by calling OSTaskCreate() and by providing arguments specifying to µC/OS-III how the task will be managed. Tasks are always created in the ready-to-run state.

* + **where is the code of the task itself?**

It can be accessed under folder path C:\SOFTWARE\uCOS-II\SOURCE inside OS\_TASK.C file.

* + **how are arguments passed to the task ?**

Arguments are passed to the task using different pointers and function pointers

* **Where is it determined which services of the OS are included?**

It is determined inside file OS\_CORE.c file with the path C:\SOFTWARE\uCOS-II\SOURCE

* + **What is gained by this?**

The version is returned as x.yy multipled by 100. For example v2.52 is returned as 252. When OS\_Version is being called, the version of OS will be checked and program will find a suitable application with OS.

**Notice, that in the MicroC-Operating System, tasks have unique priorities. The higher the task priority, the lower the value describing the priority level is. Thus the highest priority possible is 0 (zero). The lowest possible priority level is defined by the constant OS\_LOWEST\_PRIO (found in os\_cfh.h). Each task must have an unique priority between 0 and OS\_LOWEST\_PRIO - 2.**

**First, find out what the current value of OS\_LOWEST\_PRIO is, where it is defined and what is the highest numerical value it can have.**

The value of OS\_LOWEST\_PRIO is defined as 63. So the highest numerical value it can have is : 63-2=61

**Then, change the code in exercise 1 somewhat:**

* **Remove the call to OSTimeDly() from PrintFixedPos()**
* **Change the task priorities. Give the PrintFixedPos - task a higher priority than the TaskStart - task.**

**Run the program. What happens? Why?**

The program did not stop eventhough I tried to escape from program. Because when we remove delay function, program will keep executing. And the change of priority will force the highest priority task (which prints out the result) always being executed. We can not push escape button because we have set it to lower priority task.

**uCOS Exercise 2 (Task Syncronization & Task Delete**

**Functions & MicroC\_OS**

**In order to do the following exercises, you have to know where to look for the necessary functions. Most of the core Operating System functions are in the \software\ucos-ii\source\ directory. The function prototypes are in the Ucos\_ii.h - file, while the function definitions (and a lot of comments) are in the .c files.**

**Functions which are specific to the PC environment are in the directory \software\blocks\pc\source. However, if we are working with for instance a port of MicroC-Os II to the Visual Studio compiler, you'll find the files in C:\SOFTWARE\uCOS-II\Ports\80x86\WIN32\VC\src.**

**Remember to check os\_cfg.h for inclusion of the necessary parts of the OS! You should only include those parts of the system you really need.**

**Exercise 2 A**

**Use the code from Exercise1 and modify it. The TaskStart - task remains more or less unchanged. The other task in the application is modified, change its name to Random\_Print so that its name reflects its new duties.**

**The Random\_Print - task shall print one character in a random position on the screen. The character is given as an argument when the task is created. The argument is visible for one second and is then erased. The printing goes on until the application is stopped by the user.**

**Use the rand() - function as a random number generator. Note that you must check the values given by the function. The X -coordinate you use must be < (less than) 80 and the Y-coordinate < 25.**

**The PC\_DispChar() - function is used to print the character to the screen.**

Code :

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* uC/OS-II

\* The Real-Time Kernel

\*

\* WIN32 PORT & LINUX PORT

\* (c) Copyright 2004, Werner.Zimmermann@fht-esslingen.de

\* (Similar to Example 1 of the 80x86 Real Mode port by Jean J. Labrosse)

\* All Rights Reserved

\*\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Further modified by mikael.jakas@puv.fi &

\* Jukka.matila@vamk.fi

\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* EXAMPLE #1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#include "includes.h"

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* CONSTANTS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#define TASK\_STK\_SIZE 512 /\* Size of each task's stacks (# of WORDs) \*/

#define N\_TASKS 2 /\* Number of identical tasks \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* VARIABLES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

OS\_STK TaskStk[N\_TASKS][TASK\_STK\_SIZE]; /\* Tasks stacks \*/

OS\_STK TaskStartStk[TASK\_STK\_SIZE];

char TaskData[N\_TASKS]; /\* Parameters to pass to each task \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION PROTOTYPES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*data); /\* Function prototype of Startup task \*/

void Random\_Print(void \*data); /\* Function prototypes of Print\_fixedPos Task \*/

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* MAIN

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

int main(void)

{

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK); /\* Clear the screen \*/

OSInit(); /\* Initialize uC/OS-II \*/

OSTaskCreate(TaskStart, (void \*)0, &TaskStartStk[TASK\_STK\_SIZE - 1], 0);

OSStart(); /\* Start multitasking \*/

return 0;

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* STARTUP TASK

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*pdata)

{

INT16S key;

INT8U symbol;

pdata = pdata; /\* Prevent compiler warning \*/

symbol = 'Q';

OSTaskCreate(Random\_Print, (void \*)&symbol, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 1);

for (;;) {

if (PC\_GetKey(&key) == TRUE) { /\* See if key has been pressed \*/

if (key == 0x1B) { /\* Yes, see if it's the ESCAPE key \*/

exit(0); /\* End program \*/

}

}

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

}

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* TASKS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void Random\_Print(void \*data)

{

INT8U x;

INT8U y;

#ifdef \_\_WIN32\_\_

srand(GetCurrentThreadId());

#endif

#ifdef \_\_LINUX\_\_

srand(getppid());

#endif

for (;;) {

x = rand()%79+1; /\* Find X position where task number will appear \*/

y = rand()%24+1; /\* Find Y position where task number will appear \*/

/\* Display the task number on the screen \*/

PC\_DispClrScr(DISP\_FGND\_BLACK + DISP\_BGND\_GRAY);

PC\_DispChar(x, y, \*((char \*)data), DISP\_FGND\_BLACK + DISP\_BGND\_GRAY);

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

OSTimeDly(1); /\* Delay 1 clock tick \*/

}

} /\*function code\*/

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* NON-TASK FUNCTIONS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/
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**Exercise 2B (additional questions to 2 A)**

* **Question 1:the Random\_Print task prints its argument 10 times on the screen, and deletes itself. Use OSTaskDel().**

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* uC/OS-II

\* The Real-Time Kernel

\*

\* WIN32 PORT & LINUX PORT

\* (c) Copyright 2004, Werner.Zimmermann@fht-esslingen.de

\* (Similar to Example 1 of the 80x86 Real Mode port by Jean J. Labrosse)

\* All Rights Reserved

\*\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Further modified by mikael.jakas@puv.fi &

\* Jukka.matila@vamk.fi

\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* EXAMPLE #1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#include "includes.h"

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* CONSTANTS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#define TASK\_STK\_SIZE 512 /\* Size of each task's stacks (# of WORDs) \*/

#define N\_TASKS 2 /\* Number of identical tasks \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* VARIABLES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

OS\_STK TaskStk[N\_TASKS][TASK\_STK\_SIZE]; /\* Tasks stacks \*/

OS\_STK TaskStartStk[TASK\_STK\_SIZE];

char TaskData[N\_TASKS]; /\* Parameters to pass to each task \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION PROTOTYPES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*data); /\* Function prototype of Startup task \*/

void Random\_Print(void \*data); /\* Function prototypes of Print\_fixedPos Task \*/

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* MAIN

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

int main(void)

{

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK); /\* Clear the screen \*/

OSInit(); /\* Initialize uC/OS-II \*/

OSTaskCreate(TaskStart, (void \*)0, &TaskStartStk[TASK\_STK\_SIZE - 1], 0);

OSStart(); /\* Start multitasking \*/

return 0;

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* STARTUP TASK

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*pdata)

{

INT16S key;

INT8U symbol;

pdata = pdata; /\* Prevent compiler warning \*/

symbol = 'Q';

OSTaskCreate(Random\_Print, (void \*)&symbol, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 1);

for (;;) {

if (PC\_GetKey(&key) == TRUE) { /\* See if key has been pressed \*/

if (key == 0x1B) { /\* Yes, see if it's the ESCAPE key \*/

exit(0); /\* End program \*/

}

}

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

}

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* TASKS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void Random\_Print(void \*data)

{

INT8U x;

INT8U y;

INT8U i;

#ifdef \_\_WIN32\_\_

srand(GetCurrentThreadId());

#endif

#ifdef \_\_LINUX\_\_

srand(getppid());

#endif

for (i=0;i<10;i++) {

x = rand()%79+1; /\* Find X position where task number will appear \*/

y = rand()%24+1; /\* Find Y position where task number will appear \*/

/\* Display the task number on the screen \*/

PC\_DispClrScr(DISP\_FGND\_BLACK + DISP\_BGND\_GRAY);

PC\_DispChar(x, y, \*((char \*)data), DISP\_FGND\_BLACK + DISP\_BGND\_GRAY);

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

OSTimeDly(1); /\* Delay 1 clock tick \*/

}

OSTaskDel(1);

} /\*function code\*/

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* NON-TASK FUNCTIONS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

* **Question 2: the Random\_Print task will do something so that the application does not respond to the keyboard while Random\_Print is printing its argument. As before, Random\_Print shall print its argument 10 times and delete itself. After that, the application shall respond to the keyboard.**

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* uC/OS-II

\* The Real-Time Kernel

\*

\* WIN32 PORT & LINUX PORT

\* (c) Copyright 2004, Werner.Zimmermann@fht-esslingen.de

\* (Similar to Example 1 of the 80x86 Real Mode port by Jean J. Labrosse)

\* All Rights Reserved

\*\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Further modified by mikael.jakas@puv.fi &

\* Jukka.matila@vamk.fi

\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* EXAMPLE #1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#include "includes.h"

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* CONSTANTS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#define TASK\_STK\_SIZE 512 /\* Size of each task's stacks (# of WORDs) \*/

#define N\_TASKS 2 /\* Number of identical tasks \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* VARIABLES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

OS\_STK TaskStk[N\_TASKS][TASK\_STK\_SIZE]; /\* Tasks stacks \*/

OS\_STK TaskStartStk[TASK\_STK\_SIZE];

char TaskData[N\_TASKS]; /\* Parameters to pass to each task \*/

OS\_EVENT \*RandomSem;

INT8U err;

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION PROTOTYPES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*data); /\* Function prototype of Startup task \*/

void Random\_Print(void \*data); /\* Function prototypes of Print\_fixedPos Task \*/

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* MAIN

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

int main(void)

{

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK); /\* Clear the screen \*/

OSInit(); /\* Initialize uC/OS-II \*/

RandomSem=OSSemCreate(0);

OSTaskCreate(TaskStart, (void \*)0, &TaskStartStk[TASK\_STK\_SIZE - 1], 0);

OSStart(); /\* Start multitasking \*/

return 0;

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* STARTUP TASK

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*pdata)

{

INT16S key;

INT8U symbol;

pdata = pdata; /\* Prevent compiler warning \*/

symbol = 'Q';

OSTaskCreate(Random\_Print, (void \*)&symbol, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 1);

OSSemPend(RandomSem, 0, &err);

for (;;) {

if (PC\_GetKey(&key) == TRUE) { /\* See if key has been pressed \*/

if (key == 0x1B) { /\* Yes, see if it's the ESCAPE key \*/

exit(0); /\* End program \*/

}

}

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

}

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* TASKS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void Random\_Print(void \*data)

{

INT8U x;

INT8U y;

INT8U i;

#ifdef \_\_WIN32\_\_

srand(GetCurrentThreadId());

#endif

#ifdef \_\_LINUX\_\_

srand(getppid());

#endif

for (i=0;i<10;i++) {

x = rand()%79+1; /\* Find X position where task number will appear \*/

y = rand()%24+1; /\* Find Y position where task number will appear \*/

/\* Display the task number on the screen \*/

PC\_DispClrScr(DISP\_FGND\_BLACK + DISP\_BGND\_GRAY);

PC\_DispChar(x, y, \*((char \*)data), DISP\_FGND\_BLACK + DISP\_BGND\_GRAY);

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

OSTimeDly(1); /\* Delay 1 clock tick \*/

}

//OSTaskDel(1);

OSSemPost(RandomSem);

} /\*function code\*/

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* NON-TASK FUNCTIONS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

**Exercise 3 (Reentrant, same code base)**

**Exercise 3.1**

**Here you shall create two tasks. The tasks shall print text to the screen.**

**I have provided one function, which you shall use as a resource to do the printing with. Dowonload the *Print\_to\_Screen.zip* -file (it is among the solutions) and study it before you start coding. When you use it, you must treat it as non-reentrant. Use the function by copying it into the application file**

* **don't forget the function prototype**
* **also uncomment the OS\_SEM RandomSem; from original RTOS\_1.c**
* **and create the RandomSem in main()-funcfion**
* **The TaskStart - task remains almost the same compared to exercise 1, the only difference is that you create two separate tasks (from different functions) in it.**
* **For simplicity, name the functions you create tasks from function\_A & function\_B**
* **Task\_A & Task\_B use the provided function to print a text string to the screen (for example "Hi, task A here"). The text string is stored locally in each of the functions. Do not synchronize the tasks in any way (the tasks are running independently according to their priorities).**
* **What happens if you use the resource function as if it were reentrant? Why?**

So the data will not be corruption and being conflict. Because two functions both use the same err as their variables. It may cause some mistakes when this variable are using mutually and being a global variable.

**Question 2: Treat now the function Print\_to\_Screen as non-reentrant and protect it with semaphores**

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* uC/OS-II

\* The Real-Time Kernel

\*

\* WIN32 PORT & LINUX PORT

\* (c) Copyright 2004, Werner.Zimmermann@fht-esslingen.de

\* (Similar to Example 1 of the 80x86 Real Mode port by Jean J. Labrosse)

\* All Rights Reserved

\*\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Further modified by mikael.jakas@puv.fi &

\* Jukka.matila@vamk.fi

\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* EXAMPLE #1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#include "includes.h"

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* CONSTANTS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#define TASK\_STK\_SIZE 512 /\* Size of each task's stacks (# of WORDs) \*/

#define N\_TASKS 2 /\* Number of identical tasks \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* VARIABLES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

OS\_STK TaskStk[N\_TASKS][TASK\_STK\_SIZE]; /\* Tasks stacks \*/

OS\_STK TaskStartStk[TASK\_STK\_SIZE];

char TaskData[N\_TASKS]; /\* Parameters to pass to each task \*/

OS\_EVENT \*RandomSem;

OS\_EVENT \*RanSem;

INT8U err;

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION PROTOTYPES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*data); /\* Function prototype of Startup task \*/

void Random\_Print(void \*data); /\* Function prototypes of Print\_fixedPos Task \*/

void Print\_to\_Screen(INT8U \*text\_ptr);

void Task1(void \*data);

void Task2(void \*data);

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* MAIN

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

int main(void)

{

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK); /\* Clear the screen \*/

OSInit(); /\* Initialize uC/OS-II \*/

RandomSem=OSSemCreate(1);

RanSem =OSSemCreate(1);

OSTaskCreate(TaskStart, (void \*)0, &TaskStartStk[TASK\_STK\_SIZE - 1], 0);

OSStart(); /\* Start multitasking \*/

return 0;

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* STARTUP TASK

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*pdata)

{

INT16S key;

INT8U symbol;

pdata = pdata; /\* Prevent compiler warning \*/

symbol = 'Q';

OSTaskCreate(Task1, (void \*)&symbol, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 1);

OSTaskCreate(Task2, (void \*)&symbol, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 2);

//OSSemPend(RandomSem, 0, &err);

for (;;) {

if (PC\_GetKey(&key) == TRUE) { /\* See if key has been pressed \*/

if (key == 0x1B) { /\* Yes, see if it's the ESCAPE key \*/

exit(0); /\* End program \*/

}

}

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

}

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* TASKS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void Random\_Print(void \*data)

{

INT8U x;

INT8U y;

INT8U i;

#ifdef \_\_WIN32\_\_

srand(GetCurrentThreadId());

#endif

#ifdef \_\_LINUX\_\_

srand(getppid());

#endif

for (i=0;i<10;i++) {

x = rand()%79+1; /\* Find X position where task number will appear \*/

y = rand()%24+1; /\* Find Y position where task number will appear \*/

/\* Display the task number on the screen \*/

PC\_DispClrScr(DISP\_FGND\_BLACK + DISP\_BGND\_GRAY);

PC\_DispChar(x, y, \*((char \*)data), DISP\_FGND\_BLACK + DISP\_BGND\_GRAY);

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

OSTimeDly(1); /\* Delay 1 clock tick \*/

}

//OSTaskDel(1);

OSSemPost(RandomSem);

} /\*function code\*/

void Print\_to\_Screen(INT8U \*text\_ptr)

{

INT8U delay;

INT8U symbols[80]= {' '};

delay = -1;

OSSemPend(RandomSem, 0, &err); /\*Acquire semaphore for random number generator numbers\*/

while(delay < 1 || delay >3)

delay = rand();

OSSemPost(RandomSem);

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK);

OSTimeDlyHMSM(0, 0, delay, 0);

PC\_DispStr(33, 15, text\_ptr, DISP\_FGND\_WHITE);

OSTimeDlyHMSM(0, 0, delay, 0);

PC\_DispStr(33, 0, symbols, DISP\_FGND\_GREEN);

}

/\*function\*/

void Task1(void \*data){

#ifdef \_\_WIN32\_\_

srand(GetCurrentThreadId());

#endif

#ifdef \_\_LINUX\_\_

srand(getppid());

#endif

for (;;){

OSSemPend(RanSem, 0, &err);

Print\_to\_Screen("Task A");

OSTimeDlyHMSM(0, 0, 1, 0);

OSSemPost(RanSem);

}

}

void Task2(void \*data){

#ifdef \_\_WIN32\_\_

srand(GetCurrentThreadId());

#endif

#ifdef \_\_LINUX\_\_

srand(getppid());

#endif

for (;;){

OSSemPend(RanSem, 0, &err);

Print\_to\_Screen("Task B");

OSTimeDlyHMSM(0, 0, 1, 0);

OSSemPost(RanSem);

}

}

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* NON-TASK FUNCTIONS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

**Exercise 3.2**

**Use the same function as in exercise 3 to do printing to the screen.**

* **Create two identical tasks (that is, from the same function). The tasks shall print unique text strings on the screen. You need to think about where to store the text strings.**

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* uC/OS-II

\* The Real-Time Kernel

\*

\* WIN32 PORT & LINUX PORT

\* (c) Copyright 2004, Werner.Zimmermann@fht-esslingen.de

\* (Similar to Example 1 of the 80x86 Real Mode port by Jean J. Labrosse)

\* All Rights Reserved

\*\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Further modified by mikael.jakas@puv.fi &

\* Jukka.matila@vamk.fi

\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* EXAMPLE #1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#include "includes.h"

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* CONSTANTS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#define TASK\_STK\_SIZE 512 /\* Size of each task's stacks (# of WORDs) \*/

#define N\_TASKS 2 /\* Number of identical tasks \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* VARIABLES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

OS\_STK TaskStk[N\_TASKS][TASK\_STK\_SIZE]; /\* Tasks stacks \*/

OS\_STK TaskStartStk[TASK\_STK\_SIZE];

char TaskData[N\_TASKS]; /\* Parameters to pass to each task \*/

OS\_EVENT \*RandomSem;

OS\_EVENT \*RanSem;

INT8U err;

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION PROTOTYPES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*data); /\* Function prototype of Startup task \*/

void Random\_Print(void \*data); /\* Function prototypes of Print\_fixedPos Task \*/

void Print\_to\_Screen(INT8U \*text\_ptr);

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* MAIN

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

int main(void)

{

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK); /\* Clear the screen \*/

OSInit(); /\* Initialize uC/OS-II \*/

RandomSem=OSSemCreate(1);

RanSem =OSSemCreate(1);

OSTaskCreate(TaskStart, (void \*)0, &TaskStartStk[TASK\_STK\_SIZE - 1], 0);

OSStart(); /\* Start multitasking \*/

return 0;

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* STARTUP TASK

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*pdata)

{

INT16S key;

INT8U \*task1="This is task 1";

INT8U \*task2="This is task 2";

pdata = pdata; /\* Prevent compiler warning \*/

//symbol = 'Q';

OSTaskCreate(Task1, (void \*)task1, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 1);

OSTaskCreate(Task2, (void \*)task2, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 2);

//OSSemPend(RandomSem, 0, &err);

for (;;) {

if (PC\_GetKey(&key) == TRUE) { /\* See if key has been pressed \*/

if (key == 0x1B) { /\* Yes, see if it's the ESCAPE key \*/

exit(0); /\* End program \*/

}

}

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

}

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* TASKS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void Print\_to\_Screen(INT8U \*text\_ptr)

{

INT8U delay;

INT8U symbols[80]= {' '};

delay = -1;

OSSemPend(RandomSem, 0, &err); /\*Acquire semaphore for random number generator numbers\*/

while(delay < 1 || delay >3)

delay = rand();

OSSemPost(RandomSem);

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK);

OSTimeDlyHMSM(0, 0, delay, 0);

PC\_DispStr(33, 15, text\_ptr, DISP\_FGND\_WHITE);

OSTimeDlyHMSM(0, 0, delay, 0);

PC\_DispStr(33, 0, symbols, DISP\_FGND\_GREEN);

}

/\*function\*/

void Print(void \*data){

#ifdef \_\_WIN32\_\_

srand(GetCurrentThreadId());

#endif

#ifdef \_\_LINUX\_\_

srand(getppid());

#endif

INT8U \*msg=(INT8U\*)data;

for(;;){

OSSemPend(taskSem, 0, &err); /\* Acquire semaphore for print function \*/

Print\_to\_Screen(msg);

OSSemPost(RanSem);

OSTimeDlyHMSM(0, 0, 1, 0);

}

}

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* NON-TASK FUNCTIONS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

## Shared memory

**Step 1:**

**Create two tasks Task A and Task B.**

**Add a counter to both tasks that will count how many times the task have been running around.**

**Create mechanism that other task can print the running times ot the other task.**

**Use shared memory (global data protected by semafors) to transfer the data to other task.**

**Step 2:**

**In this exercise semafore handling will be done with separate function.**

**Modify the code so that semaphore handling and shared memory handling is done in separate function**

**Make functions write\_value() and read value() and plafe semafore post and pend inside this function. (refer book chapter 2 figure 2.11)**

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* uC/OS-II

\* The Real-Time Kernel

\*

\* WIN32 PORT & LINUX PORT

\* (c) Copyright 2004, Werner.Zimmermann@fht-esslingen.de

\* (Similar to Example 1 of the 80x86 Real Mode port by Jean J. Labrosse)

\* All Rights Reserved

\*\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Further modified by mikael.jakas@puv.fi &

\* Jukka.matila@vamk.fi

\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* EXAMPLE #1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#include "includes.h"

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* CONSTANTS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#define TASK\_STK\_SIZE 512 /\* Size of each task's stacks (# of WORDs) \*/

#define N\_TASKS 2 /\* Number of identical tasks \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* VARIABLES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

typedef struct TskC {

INT8U count1;

INT8U count2;

} TaskCounter;

OS\_STK TaskStk[N\_TASKS][TASK\_STK\_SIZE]; /\* Tasks stacks \*/

OS\_STK TaskStartStk[TASK\_STK\_SIZE];

char TaskData[N\_TASKS]; /\* Parameters to pass to each task \*/

OS\_EVENT \*RandomSem;

OS\_EVENT \*RanSem;

INT8U err;

TaskCounter count;

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION PROTOTYPES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*data); /\* Function prototype of Startup task \*/

void Task1(void \*data);

void Task2(void \*data);

INT8U read\_value(INT8U task);

void write\_value(INT8U task, INT8U value);

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* MAIN

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

int main(void)

{

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK); /\* Clear the screen \*/

OSInit(); /\* Initialize uC/OS-II \*/

RandomSem=OSSemCreate(1);

RanSem =OSSemCreate(1);

count.count1 = 0;

count.count2 = 0;

OSTaskCreate(TaskStart, (void \*)0, &TaskStartStk[TASK\_STK\_SIZE - 1], 0);

OSStart(); /\* Start multitasking \*/

return 0;

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* STARTUP TASK

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*pdata)

{

INT16S key;

pdata = pdata; /\* Prevent compiler warning \*/

OSTaskCreate(Task1, NULL, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 1);

OSTaskCreate(Task2, NULL, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 2);

//OSSemPend(RandomSem, 0, &err);

for (;;) {

if (PC\_GetKey(&key) == TRUE) { /\* See if key has been pressed \*/

if (key == 0x1B) { /\* Yes, see if it's the ESCAPE key \*/

exit(0); /\* End program \*/

}

}

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

}

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* TASKS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

INT8U read\_value(INT8U task){

INT8U temp=0;

OSSemPend(RandomSem, 0, &err);

if(task==1){

temp=count.count1;

}

if(task==2){

temp=count.count2;

}

OSSemPost(RandomSem);

return temp;

}

void write\_value(INT8U task, INT8U value){

OSSemPend(RandomSem, 0, &err);

if(task==1){

count.count1=value;

}

if(task==2){

count.count2=value;

}

OSSemPost(RandomSem);

}

void Task1(void \*data){

INT8U counter1 =0;

INT8U counter2;

for(;;){

counter2 = read\_value(2);

counter1 ++;

printf("Task B running time : %d\n", counter2);

write\_value(1, counter1);

OSTimeDlyHMSM(0,0,1,0);

}

}

void Task2(void \*data){

INT8U counter1 =0;

INT8U counter2;

for(;;){

counter1 = read\_value(1);

counter2 ++;

printf("Task B running time : %d\n", counter1);

write\_value(2, counter2);

OSTimeDlyHMSM(0,0,1,0);

}

}

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* NON-TASK FUNCTIONS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

## Mail box

**Make the same functionality using mail delivery, Read and write functions are not used any more, but mailbox handling is placed inside task code.**

**OSMboxCreate()**

**OSMboxPend()**

**OSMboxPost()**

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* uC/OS-II

\* The Real-Time Kernel

\*

\* WIN32 PORT & LINUX PORT

\* (c) Copyright 2004, Werner.Zimmermann@fht-esslingen.de

\* (Similar to Example 1 of the 80x86 Real Mode port by Jean J. Labrosse)

\* All Rights Reserved

\*\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Further modified by mikael.jakas@puv.fi &

\* Jukka.matila@vamk.fi

\* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* EXAMPLE #1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#include "includes.h"

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* CONSTANTS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

#define TASK\_STK\_SIZE 512 /\* Size of each task's stacks (# of WORDs) \*/

#define N\_TASKS 2 /\* Number of identical tasks \*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* VARIABLES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

typedef struct TaskCounter {

INT8U count1;

INT8U count2;

} TaskCounter;

OS\_STK TaskStk[N\_TASKS][TASK\_STK\_SIZE]; /\* Tasks stacks \*/

OS\_STK TaskStartStk[TASK\_STK\_SIZE];

char TaskData[N\_TASKS]; /\* Parameters to pass to each task \*/

OS\_EVENT \*Mail1;

OS\_EVENT \*Mail2;

OS\_EVENT \*RanSem;

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* FUNCTION PROTOTYPES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*data); /\* Function prototype of Startup task \*/

void Task1(void \*data);

void Task2(void \*data);

void PrintResult(char task1, char task2, INT16U counter);

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* MAIN

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

int main(void)

{

PC\_DispClrScr(DISP\_FGND\_WHITE + DISP\_BGND\_BLACK); /\* Clear the screen \*/

OSInit(); /\* Initialize uC/OS-II \*/

RanSem = OSSemCreate(1);

Mail1 = OSMboxCreate(NULL);

Mail2 = OSMboxCreate(NULL);

OSTaskCreate(TaskStart, (void \*)0, &TaskStartStk[TASK\_STK\_SIZE - 1], 0);

OSStart(); /\* Start multitasking \*/

return 0;

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* STARTUP TASK

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void TaskStart(void \*pdata)

{

INT16S key;

pdata = pdata; /\* Prevent compiler warning \*/

OSTaskCreate(Task1, NULL, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 1);

OSTaskCreate(Task2, NULL, (void \*)&TaskStk[0][TASK\_STK\_SIZE - 1], 2);

//OSSemPend(RandomSem, 0, &err);

for (;;) {

if (PC\_GetKey(&key) == TRUE) { /\* See if key has been pressed \*/

if (key == 0x1B) { /\* Yes, see if it's the ESCAPE key \*/

exit(0); /\* End program \*/

}

}

OSTimeDlyHMSM(0, 0, 1, 0); /\* Wait one second \*/

}

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* TASKS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void Task1(void \*data){

INT8U counter1 = 0;

INT8U counter2;

INT8U err;

INT16U \*mail;

OSMboxPost(Mail1, &counter1);

mail = OSMboxPend(Mail2, 0, &err);

counter2 = \*mail;

for (;;) {

// check mail

mail = OSMboxAccept(Mail2);

if (mail != NULL) {

counter2 = \*mail;

}

counter1 ++;

printf('A', 'B', counter2);

OSMboxAccept(Mail1);

OSMboxPost(Mail1, &counter1);

OSTimeDlyHMSM(0, 0, 1, 0);

}

}

void Task2(void \*data){

INT8U counter1;

INT8U counter2=0;

INT8U err;

INT16U \*mail;

OSMboxPost(Mail2, &counter1);

mail = OSMboxPend(Mail1, 0, &err);

counter1 = \*mail;

for (;;) {

// check mail

mail = OSMboxAccept(Mail1);

if (mail != NULL) {

counter1 = \*mail;

}

counter2 ++;

printf('B', 'A',counter1);

OSMboxAccept(Mail2);

OSMboxPost(Mail2, &counter2);

OSTimeDlyHMSM(0, 0, 1, 0);

}

}

/\*$PAGE\*/

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* NON-TASK FUNCTIONS

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

void PrintResult(char task1, char task2, INT16U counter){

INT8U err;

OSSemPend(RanSem, 0, &err);

printf("Task %c: Running time of task %c is %d.\n", task1, task2, counter);

OSSemPost(RanSem);

}